# Compiler Project

# The Brief

In this project, you will develop a compiler for the JACK programming language described in our textbook [1]. This involves implementing the lexical analyser, the syntactic analyser, the symbol table(s). The target machine for the compiler is the virtual machine described in [1]. The compiler should produce virtual machine code that successfully runs on the VM emulator provided with the textbook (see this link <https://www.nand2tetris.org/software>). The specifications of both the JACK language and the target VM code are clearly laid out in [1]. For further information, resources, software tools and many other useful things see this site <https://www.nand2tetris.org/>.

# Compiler Details

### The JACK source files

A JACK program is a collection of one or more classes. Each class is defined in its own file. JACK source files (you can call them class files) must have the *.jack* extension. All the source files of a single JACK program should be stored in the same directory.

You will develop a working compiler that accepts as input a directory containing one or more JACK source files. For each source file the compiler should produce an equivalent VM code file having the same name as the source file but with the **.vm** extension (vm=virtual machine). The target code files should be created in the same directory as the source files. After compilation, the directory will contain the .jack source files and the corresponding .vm files. To run the program using the provided VM emulator, copy the provided OS (library) files into the same program directory, then load the whole thing into the emulator.

### Invoking the compiler

It should be possible to invoke your compiler at the command line. The compiler should accept one command line argument representing the name of the directory that contains the JACK source files (the JACK program). For example, if your compiler’s executable file is called *myjc* and the JACK program directory is called *myprog*, the compiler would be invoked by typing this at the command line:

*myjc myprog*

### Error Reporting

At any phase of the compilation process, if an error is encountered, the compiler should print out an informative error message, citing the line number where the error was encountered. The message

should also cite the token near which the error occurred. Here is an example of a typical error message:

Error, line 103, close to “;”, an identifier is expected at this position

Uninformative generic messages such as “syntax error” must be avoided. Upon encountering an error, the compiler should report this error and immediately stop (yes, it is a short-tempered compiler!). The compiler is not required to attempt error recovery or report more than one error at a time.

### The Lexical Analyser

You will write a lexical analyser (lexer) module that reads a JACK source file (having a .jack extension) and extracts all the tokens from this file. The lexer should reveal itself to other modules (i.e. the parser) through two main functions:

* + - *Token GetNextToken*(). Whenever this function is called it will return the next available token from the input stream, and the token is removed from the input (i.e. consumed).
    - *Token* PeekNextToken(). When this function is called it will return the next available token in the input stream, but the token is not consumed (i.e. it will stay in the input). So, the next time the parser calls GetNextToken, or PeekNextToken, it gets this same token.

The lexer should successfully remove white space and comments from the input file and correctly extract all the tokens of the source code. It should not crash or become unstable if the source file contains any kind of lexical errors. One particular type of error to watch for is the unexpected end of file while scanning a string literal, or a multi-line comment.

Once you have finished developing the lexer, you must test its operation using a set of JACK source files which will be provided in due course.

### The Grammar

The grammar of the JACK language is given in [1]. However, **we will write another version of the grammar**. The main purpose of writing a new version is to account for operator precedence in arithmetic expressions which is not currently accounted for in the original grammar described in [1].

### The Parser

You will implement a recursive descent parser. A recursive descent parser is a collection of recursive functions that are easily developed from the grammar of the language. Once you have finished implementing the parser it should be thoroughly tested using the set of JACK source files. All kinds of syntax errors should be reported properly. However, as stated earlier, the compiler should stop on encountering the first error in a source file. It should not crash or become unstable when a syntax error is encountered.

### The Symbol Table

You will implement a symbol table to store all program identifiers and their properties. A symbol in this context is any identifier defined in the program such as a variable or method name. We will explain symbol tables and their implementation in due course.

1. **Implementation and Planning**

You will adhere to the specifications of the JACK language and the virtual machine code described in [1].

You will write your compiler in C. You must write your compiler from scratch following the methods and guidelines explained in this module. For each phase, you will be provided with template files (both header and source files) for you to use in developing your code.
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